MPCT: Minimum Protection Cost Tree for IP Fast Reroute using Tunnel
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Abstract—The demand for faster failure-recovery in the Internet has led to the development of several IP Fast Reroute (IPFRR) schemes, which are all too computationally expensive or unsatisfactory in protection coverage. In this paper, we propose Minimum Protection Cost Tree (MPCT) for IPFRR using Tunnel. By constructing an MPCT for each hypothetical failed neighbor, MPCT finds the protection paths for all the affected destinations. First, MPCT provides 100% single-node protection coverage by direct forwarding (DF) and re-protection. Second, the computational complexity of MPCT is less than one full shortest path first (SPF) calculation. Third, by simulation with the data from CERNET, Rocketfuel and Brite, we show that even without DF and re-protection, MPCT can provide more than 99.7% protection coverage for single-node failures. We believe that our scheme MPCT moves a big step towards practical deployment.

I. INTRODUCTION

The current Internet routing protocols take on the order of a few hundred milliseconds or even more to re-converge after failure [1]. However, recent popularity of online realtime applications, e.g., Voice over IP, has led to stringent demands on the transmission delay of the Internet [2]. Internet Service Providers (ISPs) hence have strong incentives to improve the network survivability.

IP fast reroute (IPFRR) [3–6] is one of the most significant directions for network survivability. In IPFRR, the failure-adjacent nodes (protection source nodes) pre-compute backup paths, which can be used to protect failure-affected packets immediately upon the detection of failures. For practical deployment, an IPFRR scheme should 1) provide high protection coverage and 2) introduce slight overhead in the current routing protocol. Thus far, there are four significant intradomain IPFRR schemes of routing protection: loop free alternates (LFA) [3], ESCAP [4], NotVia [5] and Tunnel [6]. Each of these schemes is either too computationally expensive or unsatisfactory in protection coverage.

In this paper, we propose minimum protection cost tree (MPCT) for Tunnel to compute the optimal protection paths. The development of the algorithm MPCT can be divided into two main steps. First, we introduce our naive solution of Tunnel-AT based on the incremental SPF (iSPF) [7]. We prove Tunnel-AT can provide 100% protection coverage for single-node failures by direct forwarding and re-protection [8]. However, the corresponding protection paths by Tunnel-AT might use unnecessary direct forwarding (not well supported by ISPs) or re-protection. Thus, in order to avoid the unnecessary direct forwarding and re-protection in Tunnel-AT as far as possible, we provide MPCT to compute the optimal tunnel end point for each destination. In MPCT, the protection path without direct forwarding is prior to that with direct forwarding; the protection path without re-protection is prior to that with re-protection. Except for the length of the protection path, the algorithm of MPCT preserves all the other advantages of Tunnel-AT, especially the computational efficiency: less than one SPF calculation for the full protection.

II. MINIMUM PROTECTION COST TREE

In each iteration of the algorithm of incremental shortest path first (iSPF): 1) the node with the smallest change of distance is selected; 2) a subtree, instead of only one node, is added to the new SPT. The process of iSPF can be viewed as attaching subtrees back one by one until the new SPT forms. In [8], we proposed Tunnel-AT according to iSPF. Tunnel-AT can achieve 100% protection coverage for single-node failures by direct forwarding (DF) and re-protection [9]. However, DF and re-protection are currently not well accepted by ISPs. Thus, we propose the scheme of Minimum Protection Cost Tree (MPCT) to avoid DF and re-protection as far as possible.

First we introduce the a few significant definitions mentioned in Tunnel-AT. An attaching tree (ATTree for short) is a subtree attached to the new SPT in an iteration of iSPF. Connected ATTrees in the new SPT form a super ATTree. The incoming node for any failure-affected destination is the root of the corresponding super ATTree. The attaching node for any failure-affected destination is the father of the corresponding incoming node in the new SPT.

A. Minimum Protection Cost Tree

To make Tunnel practical for commercial deployment, the top-level goal is providing 100% single-node protection coverage; the second-level goal is avoiding direct forwarding as far as possible; the third-level goal is avoiding re-protection; the fourth-level goal is optimizing the protection path length.

In our scheme, the Minimum Protection Cost Tree (MPCT) instead of SPT is used for protection path computation. The concepts of ATTree, super ATTree, incoming node and attaching node still apply. Different from iSPF, in each iteration,
the ATTTree with the minimum $\Omega$ value will be attached. $\Omega = V_{DF} + V_{repro} + V_{path}$. $V_{DF}$ is associated with direct forwarding, $V_{repro}$ is associated with re-protection, and $V_{path}$ is associated with protection path length. Now we provide the detailed definitions of $V_{DF}$, $V_{repro}$ and $V_{path}$.

Let $D$ (diameter) be an constant that is larger than the longest path in the network. Let $q$ be the potential incoming node. Let $p$ be the potential attaching node. Let $r$ be the root of the ATTTree.

- $V_{DF}$. If $s$ is not on the route from $p$ to $r$ (direct forwarding is not needed), $V_{DF} = 0$; or else, $V_{DF} = 2 \times D$.
- $V_{repro}$. 1) $V_{DF} = 0$. If $f$ is on the route from $p$ to $d$ (re-protection is required), $V_{repro} = C_d$; or else, $V_{repro} = 0$. 2) $V_{DF} \neq 0$. If $f$ is on the route from $q$ to $d$ (re-protection is required), $V_{repro} = C_d$; or else, $V_{repro} = 0$.
- $V_{path}$. $V_{path} = \text{dist}(p,d) - \text{dist}(s,p) - \text{dist}(s,d)$, where $\text{dist}(p,d)$ is the dist from $p$ to $d$ in the new tree to be formed. The smaller $V_{path}$ is, the less possible that direct forwarding is required.

We show an example of MPCT construction with the topology in Fig. 1(a) and the SPT in Fig. 1(b) as the input. $s$ and $f$ are the protection source node and the failed node, respectively. As shown in Fig. 1(c), in the first iteration, there are three potential ATTrees: $\{d_1\}$, $\{d_2,d_3\}$ and $\{d_4\}$. The $\Omega$ values for them are respectively $-1$, $1 + 2 \times D$ and $-6$. Thus, the ATTTree $\{d_3\}$ is attached below $t$ in the first iteration. Then, $\{d_1,d_2\}$ is removed; $\{d_2\}$ and $\{d_3\}$ become new potential ATTrees ($\{d_3\}$ is the attaching node). The $\Omega$ values for $\{d_2\}$ and $\{d_1\}$ are respectively $-2$ and $-1$. Thus, the ATTTree $\{d_2\}$ is attached below $d_1$ in the second iteration. Then $\{d_1\}$ and $\{d_4\}$ are attached in the following steps. The final MPCT shows the protection paths for all the failure-affected destinations. $p$ is the selected tunnel end point for $d_1$; $t$ is the selected tunnel end point for $d_3$, $d_2$ and $d_4$. In this example, direct forwarding and re-protection are completely avoided.

**Theorem 1.** MPCT can provide $100\%$ single-node protection by direct forwarding and re-protection.

**Proof:** See [9] due to the limited space.

### B. Method for $\Omega$ Calculation

The challenge of designing an efficient algorithm is the $\Omega$ calculation for each ATTTree in MPCT. Now we introduce the novel method for $s$ to calculate the $\Omega$ value for any ATTTree of MPCT.

Before diving into the details of calculation, we first emphasize the fact that $s$ can obtain $\text{dist}(s,x)$ and $\text{dist}(s,q)$ without any extra calculation. Let $p$ be the attaching node and $q$ be the incoming node.

First, $V_{path} = \text{dist}(p,d) - \text{dist}(s,p) - \text{dist}(s,d)$. $\text{dist}(s,p)$ and $\text{dist}(s,d)$ are known values. $\text{dist}(p,d)$ can be calculated according to $\text{dist}(p,d) = \text{dist}(s,d) - \text{dist}(s,p)$. Thus,

$$V_{path} = \text{dist}(s,d) - \text{dist}(s,p) - \text{dist}(s,d)$$

Second, if $V_{path} < 0$, $V_{DF} = 0$; or else $V_{DF} = 2 \times D$. If $V_{path} < 0$, $\text{dist}(p,d) \leq \text{dist}(s,p) + \text{dist}(s,d)$, thus the packet encapsulated to $p$ will not loop back to $s$ after decapsulation and no direct forwarding is needed.

Now we discuss the calculation of $V_{repro}$. Let $x$ be the end node of the protection action $(x = p$ if $V_{DF} = 0$; or else, $x = q$). If $f$ is not on the route from $x$ to $d$, no re-protection will be triggered, thus $V_{repro} = 0$. We use the following formula to calculate $V_{repro}$:

$$V_{repro} = \begin{cases} 0, & \text{dist}(x,d) < \text{dist}(x,f) + \text{dist}(f,d); \\ C_d, & \text{else}. \end{cases}$$

### C. Construction of MPCT and Protection Paths

Table I summarizes the notations used in the algorithm. $T$ is the given SPT rooted at $s$. All the operations in the algorithm are based on this SPT. $\omega$ is used to replace the above $\Omega$.

**TABLE I**

<table>
<thead>
<tr>
<th>Symbol</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>$T(x)$</td>
<td>The shortest path tree rooted at $s$</td>
</tr>
<tr>
<td>$I(N)$</td>
<td>In edges of node $x$ or of a set of nodes $N$</td>
</tr>
<tr>
<td>$O(x)$</td>
<td>Out edges of node $x$ or of a set of nodes $N$</td>
</tr>
<tr>
<td>$S(e)$</td>
<td>The source node of edge $e$</td>
</tr>
<tr>
<td>$E(e)$</td>
<td>The end node of edge $e$</td>
</tr>
<tr>
<td>$Q$</td>
<td>A priority queue</td>
</tr>
<tr>
<td>${d,(p,\text{dist},\omega)}$</td>
<td>An item in $Q$; $d$ is a destination, $p$ is its potential parent, $\text{dist}$ is a potential distance, $\omega$ is a potential $\Omega$.</td>
</tr>
<tr>
<td>$\text{ATTree}(r)$</td>
<td>The ATTTree rooted at $r$ in the MPCT.</td>
</tr>
<tr>
<td>$D$</td>
<td>The set of all affected nodes.</td>
</tr>
</tbody>
</table>

Algorithm 1 shows the first stage of Tunnel-AT routing algorithm. Given the shortest path tree $T$ rooted at $s$ and a failed node $f$, this algorithm constructs the MPCT and finds incoming node for each $f$-affected node.

Algorithm 2 shows the second stage of our algorithm, which computes the protection route for each $f$-affected destination based on the MPCT from Algorithm 1.

**Theorem 2.** The complexity of MPCT algorithm is less than one full SPF.

**Proof:** See [9] due to the limited space.
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Algorithm 1 First stage: find the incoming node. \( T \) is the SPT rooted at \( s \) and \( f \) is the failed node.

1: Set all nodes in \( D \) as floating
2: for all \( e \in I(D) \) do \( \triangleright \) Initialize the Priority Queue
3: if \( S(e).\text{state} \neq \text{floating} \) then
4: \( \text{dist} \leftarrow S(e).\text{dist} + \text{length}(e) \)
5: Set \( \omega \) according to our method
6: enqueue\( (Q, \{E(e), (S(e), \text{dist}, \omega)\}) \)
7: end if
8: end for
9: while \( Q \neq \emptyset \) do
10: \( \{d, (p, \text{dist}, \omega)\} \leftarrow \text{extractMin}(Q) \)
11: Move ATTTree\( (d) \) under \( p \)
12: for all \( x \in \text{ATTTree}(d) \) do
13: Set \( x.\text{innode} \) and \( x.nhop \) accordingly
14: \( x.\text{dist} \leftarrow p.\text{dist} + \text{dist}(p, x) \)
15: \( x.\text{state} \leftarrow \text{attached} \)
16: if \( x \in Q \), remove \( x \) from \( Q \)
17: end for
18: for all \( e \in O(\text{ATTTree}(d)) \) do
19: if \( E(e).\text{state} = \text{floating} \) then
20: \( \text{dist} \leftarrow S(e).\text{dist} + \text{length}(e) \)
21: Set the \( \omega \) according to our method
22: enqueue\( (Q, \{E(e), (S(e), \text{dist}, \omega)\}) \)
23: end if
24: end for
25: end while

Algorithm 2 Compute the backup routes

1: for all \( d \in D \) do
2: \( DF \leftarrow d.\text{innode} \)
3: \( TEP \leftarrow DF.\text{parent} \)
4: if \( V_{path} \geq 0 \) then \( \triangleright \) DF is necessary
5: \( \text{Set the protection route as} <TEP, DF> \)
6: else
7: \( \text{Set the protection route as} <TEP, \text{null}> \)
8: end if
9: end for

III. SIMULATION

We evaluate our scheme MPCT by comprehensive simulations. We obtain six backbone intradomain topologies with inferred weights from Rocketfuel Project [10]. We extract the biggest biconnected components from those topologies, since non-biconnected components can not be protected and will add noise to the simulation results.

1) Direct Forwarding Ratio: As shown in Fig. 2, the DF ratios of MPCT are no more than 0.3% in all the six Rocketfuel topologies. This demonstrate that even without direct forwarding, MPCT can provide more than 99.7% protection coverage for single-node failures.

2) Re-protection Ratio: We now study the re-protection ratio of MPCT. Re-protection ratio is the ratio of the protection paths with re-protection to all the protection paths. As shown in Fig. 3, the re-protection ratios of the Rocketfuel topologies are all below 0.1%, which is almost ignorable.

3) Protection Path Stretch: As the length of protection path has the lowest priority in MPCT, protection path stretch is inevitable. We next study the protection path stretch in Rocketfuel topologies. As shown in Fig. 4, for single-node failures, the protection path stretches are from 10% to 20%, which is at the same level as NotVia (discussed in the section of related work). This is acceptable considering the achievement of full protection coverage, avoiding DF and avoiding re-protection. Besides, as previously mentioned, 70% of the failures are single-link failures. In this case, the protection path stretch would be alleviated.

Fig. 4. Protection path stretch in the Rocketfuel topologies.

Fig. 5. Runtime of MPCT and Shortest Path First (SPF) algorithm.

4) Runtime Evaluation: We next study the runtime of MPCT. We run our program on an Intel Core Duo CPU of 2.00GHz with RAM 2.0GB. As shown in Fig. 5, the runtime of MPCT is about 3 ms, which is below the runtime of shortest path first algorithm. This means that MPCT will not become a new computational bottleneck in OSPF protocol.
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